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FedGraph: Federated Graph Learning
With Intelligent Sampling
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Abstract—Federated learning has attracted much research attention due to its privacy protection in distributed machine learning.
However, existing work of federated learning mainly focuses on Convolutional Neural Network (CNN), which cannot efficiently handle
graph data that are popular in many applications. Graph Convolutional Network (GCN) has been proposed as one of the most promising
techniques for graph learning, but its federated setting has been seldom explored. In this article, we propose FedGraph for federated
graph learning among multiple computing clients, each of which holds a subgraph. FedGraph provides strong graph learning capability
across clients by addressing two unique challenges. First, traditional GCN training needs feature data sharing among clients, leading to
risk of privacy leakage. FedGraph solves this issue using a novel cross-client convolution operation. The second challenge is high GCN
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training overhead incurred by large graph size. We propose an intelligent graph sampling algorithm based on deep reinforcement
learning, which can automatically converge to the optimal sampling policies that balance training speed and accuracy. We implement
FedGraph based on PyTorch and deploy it on a testbed for performance evaluation. The experimental results of four popular datasets
demonstrate that FedGraph significantly outperforms existing work by enabling faster convergence to higher accuracy.

Index Terms—Federated learning, graph learning, graph sampling, reinforcement learning

1 INTRODUCTION

FEDERATED learning has shown great promise in enabling
collaborative machine learning among distributed devi-
ces while preserving their data privacy [1]. There is a grow-
ing amount of research efforts on federated learning [2], [3],
but they study Convolutional Neural Network (CNN) mod-
els that show superior learning accuracy on image and voice
data. However, many applications generate graph data (e.g.,
social graphs and protein structures) consisting of nodes and
edges, and much evidence has shown that CNN cannot effi-
ciently handle graph learning [4], [5]. Graph Convolutional
Network (GCN) [6] has been proposed to deal with graph
learning by a novel graph convolution operation. Different
from CNN’s convolution operation that filters a small set of
neighboring pixels, a graph convolution operation filters the
features of neighboring nodes. Unfortunately, existing work
of federated learning mainly focuses on CNN, leaving GCN
under explored.

Recently, there are several preliminary research efforts
about graph learning on decentralized datasets. Zhou et al.
[7] have studied a vertical federated learning scenario on
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graphs, where clients maintain the same nodes but with dif-
ferent features and edge types. Similarly, Mei et al. [8]
assume that graph structural, features and labels belong to
different sources. These works are different from the gen-
eral setting studied in our paper. Some recent works explore
the intersection of graph and federated learning by discus-
sing the effect of Non-LI1.D data distribution in federated
graph learning [9], [10]. However, these works do not con-
sider the inter-graph connections, which is a pervasive phe-
nomenon in the real world [11].

In this paper, we study federated learning on GCN based
on graph data distributed among multiple computing cli-
ents that do not allow direct data sharing due to privacy
protection. Each client has a subgraph with edge connec-
tions to the subgraphs held by others. Every graph node is
associated with some features that contain private informa-
tion. For example, medical records in hospitals can be orga-
nized as graphs, where each graph node represents a record
and its features include personal information (e.g., ages,
genders, and occupations) as well as health conditions (e.g.,
diseases) [11]. It has been widely recognized that these fea-
ture data is privacy-sensitive and they cannot be exposed.
Given some nodes with labels, the goal of graph learning is
to predict the labels of other nodes.

Federated learning on GCN is not a simple extension of
its counterpart on CNN because of two unique challenges.
First, GCN training involves node feature sharing among
clients, leading to the risk of privacy leakage. To exploit
graph structure information, the graph convolution opera-
tion is designed to aggregate feature data of neighboring
nodes. Such an operation would fail if some neighboring
nodes are maintained by other clients, who refuse to expose
their features. A straightforward solution for privacy pro-
tection is to eliminate feature sharing, but it would seriously
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decrease training accuracy, which has been confirmed by
our experimental results. The second challenge is the high
training overhead incurred by large graph size [12], [13].
For example, a social network maintained by Facebook con-
tains over 3 billion users, and the corresponding graph data
size may be several hundreds of gigabytes [14]. Since a
GCN model stacks several layers of the same structure with
the original graph, the model size becomes extremely large,
even exceeding the physical memory constraint.

In this paper, we propose FedGraph, a federated graph
learning system that integrates the ideas of federated learn-
ing and GCN to open new opportunities for privacy-preserv-
ing distributed graph learning. FedGraph is especially good
at learning on distributed graphs with complicated connec-
tions, and can converge to a high training accuracy by
addressing the above challenges. For the first challenge
about the dilemma of feature sharing and privacy protection,
a common solution is to use cryptography-based techniques,
e.g., homomorphic encryption [15], [16], to enable computa-
tion over encrypted data. Despite strong security guarantee,
these techniques have high computational overhead, making
them inappropriate choices for FedGraph that pursuits high
training speed. There also exist hardware-based solutions,
e.g., SGX [17], [18], for privacy protection, but security hard-
ware has limited capacity and it cannot handle large graph
data [18]. FedGraph solves the dilemma by designing a
cross-client graph convolution operation, without heavy
cryptographic operations or dedicated hardware. Instead of
directly sharing node features, FedGraph embeds them into
low-dimensional representations before sharing, so that
original features cannot be recovered.

To reduce GCN training overhead, graph sampling has
been widely adopted to randomly select a mini-batch of
nodes for training [12], [19], [20], [21]. GraphSAGE [12] is a
graph sampling method based on node neighboring rela-
tionship. It randomly selects a fixed number of neighbors
when applying the graph convolution operation for each
node. FastGCN [20] has been proposed to improve sam-
pling efficiency by independently selecting nodes for each
graph convolution layer. However, existing work cannot
satisfy the requirements of FedGraph design due to three
weaknesses. First, these sampling methods depend on some
hand-crafted parameters that rely heavily upon the knowl-
edge of domain experts. For example, the performance of
GraphSAGE is determined by the parameter specifying the
number of sampled neighbors, and manual parameter tun-
ing is time-consuming. Second, existing methods ignore the
tradeoff between training speed and training accuracy.
Sampling fewer nodes accelerates training but decreases
accuracy. Third, clients participating in federated graph
learning are heterogeneous in graph size and computational
capability. Applying the same sampling policy for all clients
is far from the optimal solution.

These weaknesses make the sampling algorithm design
challenging in FedGraph. Instead of struggling to improve
existing heuristic designs, we resort to Deep Reinforcement
Learning (DRL) techniques and design an intelligent sam-
pling algorithm that can automatically adjust sampling poli-
cies by jointly considering computation overhead, training
accuracy and client heterogeneity. By carefully examining
various DRL algorithms, we choose the Deep Deterministic
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Policy Gradient (DDPG) and cast it to federated graph learn-
ing. The main contributions of this paper are as follows.

1)  We propose FedGraph as a novel federated graph
learning system. We formally present the procedures
of local training by clients and global parameter
update by the server. A lightweight cross-client con-
volution operation is proposed to enable feature shar-
ing among clients while avoiding privacy leakage.

2) A DRL-based sampling algorithm is designed for
FedGraph, so that it can automatically find the best
sampling policy that makes a good tradeoff between
training speed and accuracy.

3) We implement a prototype of FedGraph and evalu-
ate it on a testbed. Four popular graph datasets are
used in performance evaluation. The experimental
results show that FedGraph enables at least 2 times
faster convergence to about 10% higher accuracy
than existing work.

The rest of this paper is organized as follows. We review
some necessary background of GCN and federated learning
in Section 2. The FedGraph design is presented in Section 3,
followed by the intelligent sampling policy design in Sec-
tion 4. Section 5 gives experimental results. Related work is
presented in Section 6. Finally, Section 7 concludes this paper.

2 BACKGROUND AND MOTIVATION

In this section, we present some necessary backgrounds of
federated learning and GCN. In addition, we analyze exist-
ing graph sampling approaches as well as their weaknesses,
which motivate FedGraph design in this paper.

2.1 Federated Learning

The goal of federated learning is to train a shared model
among distributed devices while avoiding the exposure of
their training data. A typical federated setting consists of a
number of devices, each of which holds a dataset that can-
not be exposed to others. In addition, there is a parameter
server responsible for synchronizing training results among
devices. Federated learning contains multiple training
rounds. In each training round, devices first download the
latest global model from the parameter server and indepen-
dently conduct training using their local data. Then, they
send updated models or model differences back to the
parameter server. After collecting training results from all
devices, the parameter server integrates them to create a
new global model. During the whole training process, devi-
ces share only models and it is almost impossible to infer
the training data from these models. Due to the protection
for training data, federated learning becomes one of the hot-
test topics in recent years and many important research
efforts have been made to address various challenges [2],
[22], [23], [24]. However, they all focus on CNN models,
and GCN-oriented federated learning is seldom studied.

2.2 Graph Convolutional Network

CNN has achieved great success in learning on euclidean
data, e.g., images and videos. However, a large amount of
data in practice are expressed as graphs consisting of nodes
and edges, which are also called non-euclidean data. Graph
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Fig. 1. lllustration of graph convolution operation.

Convolutional Network (GCN) [6] has been proposed as
one of the most promising techniques for graph learning.
By stacking multiple graph convolutional layers, GCN is
able to exploit information of graph structure and node/
edge features for node/edge classification problems in vari-
ous applications. Specifically, we consider an undirected
graph defined as G = (V, E), where sets V' and FE include
nodes and edges, respectively. The corresponding graph
adjacency matrix is denoted by A. Each node v € V' is associ-
ated with a feature vector z(v). A GCN contains L convolu-
tional layers, each of which has the same structure as the
original graph G. In the [th layer, each node v is represented
by a vector A (v), which is called node embeddlng The first
layer is the input graph and we have h(V(v) = z(v). As
shown in Fig. 1, the graph convolution operation aggregates
embeddings of neighboring nodes, transfers the results into
low-dimensional representations, and finally feeds them to
an activation function o(-), e.g., ReLU, to generate node
embeddings of the next layer. Formally, the propagation
rule of GCN can be defined as follows:

=QHYW®, g

Zl+l _ O_(z(lJrl))7 (1)

where H() mcludes all node embeddings in the Ith layer,
and Q = D3 AD3. For the matrix D, we have D;; = Z Ajj
and A= A+ I, where I 1s an identity matrix. The feature
weights included in W) are trainable parameters. Given
some nodes with labels, we can train the feature weight
matrix W using gradient descent algorithms. The trained
parameters can be used to classify the nodes without labels.

2.3 Graph Sampling

In many applications, graphs are very large and the corre-
sponding GCN training has high computational overhead.
Graph sampling has been proposed to reduce the sizes of
graphs used for GCN training, and its existing work can be
classified into two categories. One is node-wise neighbor-
sampling that iteratively samples a fixed number of neighbors

i H? i

mini-batch

[oNeNe)
[ XXX )

(a) Node-wise neighbor-sampling (b) Layer-wise importance-sampling
Fig. 2. An illustration of different sampling approaches. The sampled
nodes are marked in color (dark, red, and blue). The dashed arrows
denote edge connections in the original graph. The solid arrows denote
the edges preserved by sampled nodes.
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Fig. 3. The FedGraph architecture. Each client i maintains a local graph
G;. During the training, nodes in the mini-batch (nodes in red) aggregate
neighbors’ embeddings to generate the next layer's embeddings,
denoted by red arrows. When training completes, each client i uploads
its local model weights W to the parameter server. Finally, the parameter
server aggregates all local model weights to the updated global model 1/
and sends it back to all clients.

for each node. As shown in Fig. 2a, given some nodes in the
(I 4 1)th layer, we randomly select a subset of their neighbors
as the /th layer. Such a sampling guarantees that aggregation
of node embeddings always happens among neighboring
nodes. A representative work of node-wise neighbor-sam-
pling is GraphSAGE [12]. However, the number of sampled
nodes may exponentially increase as more layers are con-
structed. In addition, Huang et al. [25] have pointed out that it
incurs redundancy of embedding calculation at some nodes,
e.g., the red nodes in Fig. 2a, which are the shared neighbors
of other nodes. Several recent approaches, e.g., VR-GCN [19]
and Cluster-GCN [26], have been proposed to improve the
performance of node-wise neighbor-sampling, but they can-
not fundamentally address this weakness.

The other kind of approaches is called layer-wise impor-
tance-sampling. Its basic idea is to independently sample a
fixed number of nodes for each GCN layer based on a sam-
pling probability, which is calculated based on node degrees.
FastGCN [20] is a typical approach of layer-wise importance-
sampling. However, since nodes of different layers are sam-
pled independently, some sampled nodes may have no con-
nections with the ones in the previous layer, like the blue-
marked node shown in Fig. 2b. The embeddings of some
unlinked nodes may be lost during graph convolution opera-
tions, which would deteriorate the training performance.

The strengths and weaknesses of both sampling
approaches motivate us to design a new sampling policy that
can well control the computation overhead while keeping
neighboring relations during sampling.

3 FEDGRAPH DESIGN

We consider a typical setting of federated graph learning,
which consists of a set C of computing clients that conduct
local training tasks, and a server responsible for global
parameter update, as shown in Fig. 3. Computing clients
and the server may locate at different locations and they are
connected by wide-area networks. Each client ¢ € C' main-
tains a graph G;(V;, E;), where each node v € V; is associated
with a feature vector z(v) that cannot be exposed to other
clients. A subset V! C V; of nodes have labels denoted by
{y(v)|v € V/a*!}, which can be used as training data. The
edge set E; contains the internal edges among nodes in V;,
as well as the external ones connecting to nodes held by

Authorized licensed use limited to: Xian Jiaotong University. Downloaded on November 17,2024 at 10:10:11 UTC from IEEE Xplore. Restrictions apply.



1778

Parameter Server \ o Client

Global model 'l(
Sampling po A

mmunicatic L r‘"-

Module T

Global medel W
Training time 5| Sampling policy P;

GCN Training
Module

Local model W)

y €

Fig. 4. System design.

other clients. Each client is aware of the existence of neigh-
boring nodes maintained by others but cannot directly
access their feature vectors.

We assume that computing clients and the parameter
server are honest-but-curious, i.e., they honestly follow the
federated learning procedures but want to learn feature
information held by others. This is a typical threat model
that has been widely used by current federated learning
research [15], [27], [28]. Some other more serious threat
models are discussed as follows. Some malicious clients
can tamper with the training by modifying model param-
eters sent to the parameter server. To deal with this
threat, we can use Trusted Execution Environment (TEE)
for local training. TEE is commonly available on modern
CPUs. It enables an isolated execution environment
guaranteed by hardware, and adversaries cannot access
data and codes in TEE. Besides, malicious parameter
servers can modify global model parameters to compro-
mise federated learning. We can use secure multi-party
computation (MPC) or homomorphic encryption (HE) to
protect the model aggregation. Besides, TEE can be also
used to protect global model aggregation at the parame-
ter server.

Our system design is shown in Fig. 4. We customize the
parameter server and clients by adding new modules to
implement intelligent sampling. The parameter server con-
tains three main modules. The DDPG-based sampling algo-
rithm generates sampling policies for all clients. A model
aggregator collects local feature weights trained by clients
and aggregates them to generate new global feature weights
for next-round training. In addition, a communication mod-
ule is designed for message exchanges between the parame-
ter server and clients. This communication module is
realized by gRPC APIs, which are based on TCP communi-
cation protocol. Each client has a module of GCN construc-
tion, responsible for creating a GCN model according to
sampling policy. A GCN training module is designed to run
the training algorithm.

In FedGraph, in order to predict y(v) of unlabeled nodes,
clients collaboratively train global feature weights . There
are multiple training rounds. In each round, clients down-
load the latest feature weights from the server and construct
local GCNs to train these weights. Due to the existence of
external edge connections, local GCN training involves
embedding sharing among clients. After that, they send
updated feature weights to the server, which then creates
new global feature weights that will be used for the next-
round training. Although FedGraph shares a similar pro-
cess with traditional federated learning, it has unique proce-
dures of local training and global parameter update, which
are presented as follows.

IEEE TRANSACTIONS ON PARALLEL AND DISTRIBUTED SYSTEMS, VOL. 33, NO. 8, AUGUST 2022

3.1 Local GCN Training by Clients

The local GCN training procedure of each client : € C' is
described in the Algorithm 1. At the beginning of each
round, client i downloads the latest feature weights W as
well as a graph sampling policy P; from the server. The local
feature weights are initialized as W; = W. Then, this client
launches multiple training iterations to update feature
weights based on local graph data. Specifically, each train-
ing iteration consists of the following two main steps.

Algorithm 1. Local Training Procedure of Client ¢ € C

1: for each training round ¢ do

2:  Download the latest feature weights W and a sampling
policy P; from the parameter server;

3: Initialize the local feature weights as W; = w;

4: for each iteration do

5. Constructa GCN G; = {V ..... VEL)} =
ModelConstruct(G;, P;)
6:  foreachlayer! =1, 2 ,L—1do
7 for each node v € V do
8: if | = 1 then
9:
1+1 Z Q (v, 0) hgz WW (1) )
ueV;
10: elseif [ > 1then
11:
l+1 l wd
Q (v, )" (W)W +
ot N 3)
> Z Q" (w.u)hf ()W
JEC uev;
12: end if
13: Generate the embeddings of the (I + 1) — ¢h layer:
() = o (A" (0); @
14: end for
15: end for
16: Calculate the loss according to the function:
Z loss(y (v)) )]
‘ i 1VEV
17: Update the local feature weight:
W; — W, —eVL (6)

18: end for
19:  Submit updated feature weights W; to the server;
20: end for

3.1.1  GCN Construction

We construct a GCN G; of L layers, using the function Mod-
elConstruct() that samples a subset of nodes according to the
policy P;. The basic idea is to start by randomly selecting a
set of nodes with labels, which is also referred to as a mini-
batch. For each node in the mini-batch, we then iteratively
aggregate the embeddings of a sampled subset of neighbors
at most L — 1 hops away.
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The pseudo codes of ModelConstrut() are shown in Algo-
rithm 2. Specifically, a sampling policy can be expressed by
= {k, pl , p<2) .. pr 1)}, where «; denotes the mini-
batch size, and {pl , pE ), . ,pELil) } are neighbor sampling
probabilities of L — 1 layers, respectively. As shown in line
1, we sample «; labeled nodes as the mini-batch and they
compose the final Lth layer. Then, we iteratively construct
other GCN layers in a backward direction. For each node v
in the (I + 1)th layer, we randomly select a subset NN, 0 ) of
its neighbors into the /th layer with a probability p, .
addition, we create a matrix @); D to replace @ in (7), where
V;i(v) denotes the set of nelghbors of node v in the original
graph G;. The matrix Q describes the updated adjacent
relation after sampling, and it will be used for feature aggre-
gation later. All sampled nodes in the I/th layer are main-
tained in set V , as shown in the final line.

Algorithm 2. The Pseudocodes of ModelConstruct()

1: Randomly select «; labeled nodes as a mrm—batch and
include them into the Lth layer, i.e., V
: foreachlayerl=L—-1,...,2,1do
for each node v € V (+1) do
Sample a subset N, /o (v 2 of neighbors according to a
selection probablhty D; b, ~
5: Update the adjacent matrix Q as follows.

- en

~ |V ‘ U, U iquN-(l)v:
G0 (v, ) = § W0 Q( )s i (v); @
07 otherwise;
6: end for
7: V(-l) =U N;;(l)(v)}
8: end for !

The GCN construction combines the strength of node-
wise sampling and layer-wise sampling. These sampling
probabilities are independent, which offers opportunities
for fine-grained sampling over layers, like layer-wise sam-
pling. By carefully setting these probabilities, we can avoid
the high computational cost incurred by the recursive explo-
sive expansion of the neighborhood. Meanwhile, since the
sampling process is based on neighborhood relation, which
is similar to node-wise sampling, we can avoid sampling
nodes without connections.

3.1.2 GCN Training

After constructing a GCN model, we continue to train this
GCN based on gradient descent. The cross-client graph con-
volution operation is described in lines 7-13 of Algorithm 1.
Specifically, clients aggregate embeddings of only internal
neighbors when they process the first GCN layer, as shown
in Eq. (2). From the second layer, we enable clients to aggre-
gate both internal neighbors and external ones, which is
shown in Eq. (3). Such a design can prevent the leakage of
local origin features while enabling information sharing.
We will give the security analysis in Section 3.3.

After aggregation, a nonlinear transforrnatlon is applied
to generate the node embedding h; +1)( ) of the next layer,
as shown in Eq. (4). With the ob]ectlve of minimizing a loss
function defined in Eq. (5), we compute the gradients and
update feature weights in Eq. (6), where ¢ is the learning
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rate. Finally, client ¢ submits the updated feature weights
(or their differences from downloaded ones) to the parame-
ter server.

3.2 Global Parameter Update by the Server

The procedure of global weight update by the parameter
server is shown in Algorithm 3. The server starts by initial-
izing random feature weights W and sampling policies
{P1, P3,... P}, and then sends them to clients, respec-
tively. In each of the following training rounds, it collects
updated local feature weights from all clients, followed by
two main tasks. First, it creates global feature weights by
aggregating local weights as shown in Eq. (8), where «;
denotes the mini-batch size, i.e., the number of labeled
nodes, at client ¢ in the current training round. The second
task is to update sampling policies for clients using function
GenSampling(), whose details will be given in the next sec-
tion. The design of GenSampling() is one of the most impor-
tant contributions of this paper, and it relies on the deep
reinforcement learning technique to balance computational
overhead and model accuracy. Finally, the server sends
new global feature weights and sampling policies to clients
to start the next round of training.

Algorithm 3. Global Weight Update of Parameter Server

1: Initialize random feature weights W and sampling policies
{P, Ps,... Py }, and send them to clients, respectively;

2: for each training round ¢ do

Collect feature weights {W, Wy, W, .., W¢}, from all clients;

4: Create global feature weights:

@

Ki

W=)») ——"—
ieC EieC ki

Wi; ®

5:  Update the sampling policy {P,Ps,...,
GenSampling(W, W, W, .. W)

6: Send global feature weights W and sampling policy F; to
every clienti € C;

7: end for

P} =

3.3 Security Analysis
To show how our proposed Algorithm 1 protects feature
data, we consider two clients ¢ and j, who need to share
node embeddings during training, without loss of general-
ity. Suppose client i aggregates embeddings from client j
and wants to infer the original node features hg ). Note that
hil) is a matrix containing features of all nodes held by client
jrie, BV (v) = z;(v),v € V.
We let V/ denote the chent i’s neighboring nodes at client
J. According to Algorithm 1, client ¢ can get information of
P wvHw® nPwvhiw® P (viw ). Then, client i
can guess node embeddings {hJ,(.Q), ,hj,(.L) } by approximat-
;' using local VV;I), which is possible when
they just synchronize global feature weights from the server.
However, it would be difficult for client i to further infer
h<1 (V‘) because h (Q(l W W1 ) and client 7 has no
1nformat10n about Q ), ie., the ad]acent matrlx in Clrent J
after sampling. Furthermore the guess of {h . h )} can
hardly achieve high accuracy due to the dimension reductlon

ing remote w
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of embeddings in higher layers. Given that original features
of neighboring nodes can be protected, it would be impossi-
ble to get the features of internal nodes at client j. Therefore,
we can conclude that FedGraph can protect the node features
while enabling information sharing during federated graph
learning.

4 INTELLIGENT GRAPH SAMPLING BASED ON DRL

Sampling policies {Pi,P,,... P} determine how many
nodes are involved in GCN training, and they affect both
computational overhead and training accuracy. By sampling
fewer nodes, we can accelerate the training process with
reduced computational overhead, while lowering training
accuracy. On the other hand, with more sampled nodes, we
can better approximate the original GCN to achieve higher
training accuracy, but incurs a high computational cost.
Therefore, it is significant to design sampling policies to make
a tradeoff, however, which has been ignored by existing
work. Meanwhile, sampling policy design is difficult due to a
large optimization space, and manual tuning hardly works in
practice. We desire automatic algorithms, with minimum
human involvement, to generate good sampling policies.

By carefully examining sampling policies, we find that
their influence on the learning performance, in terms of
training speed and accuracy, cannot be described using pre-
cise closed-form expressions. Instead of struggling with
heuristic algorithm design, we resort to Deep Reinforce-
ment Learning (DRL) that can automatically approximate a
good solution. The idea of DRL can be implemented in vari-
ous ways, generating a thriving family of algorithms for dif-
ferent application scenarios with different performance. By
carefully comparing candidate DRL algorithms, we choose
to use Deep Deterministic Policy Gradient (DDPG) algo-
rithm [29], which can efficiently handle the high-dimen-
sional and continuous action space of our problem. DDPG
combines Deep Q-Networks and actor-critic approach and
thus enjoys their benefits.

4.1 DDPG-Based Problem Formulation
To apply DDPG, we first formulate our problem as a Mar-
kov decision process as follows.

State Space. We define the system state of the training
round ¢ as the observed feature weights at the beginning of
this round, which can be represented by s[t] = {W[t],
Wi[t], Walt], ..., W e [t]}. Note that W[t] is the global feature
weights and W;[t] denotes the local feature weights of client
i € C. The whole action space is denoted by S. Since the
state space is huge, we leverage the principal component
analysis (PCA) [30] to project the high-dimensional space
onto a lower-dimensional space while keeping the distribu-
tion information as complete as possible.

Action Space. At the beginning of round ¢, the parameter
server needs to decide graph sampling policies for all clients.
The action at] of each round ¢ is therefore defined as the cor-
responding sampling policies, ie., a[t] = {P[t], P[t],...,
Pic)[t]}. The action space is denoted by A.

Reward. Since both learning speed and accuracy are con-
sidered as performance metrics, the reward should be
defined to reflect them. We use the completion time of each
training round ¢, which is denoted by §[t], to evaluate the
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training speed. The server can easily obtain §[t] by measuring
the time consumption of collecting local training results from
all clients. The training accuracy A[t] is calculated based on a
testing set at the parameter server. We consider a typical fed-
erated setting, where the parameter server is usually the task
publisher that holds a testing set. Each client has its own
training set and validation set, which cannot be exposed due
to privacy concerns. With the information of §[t] and \[t], we
define the reward of each round ¢ as follows,

rlt] = QI o (5[] — B), (9)

where A is the target accuracy. The constants (), « and  can
be adjusted to express different preferences on learning
speed and accuracy. The reward contains two parts. The
first part evaluates accuracy improvement. We notice that
Alt] shows nonlinear improvements as the learning pro-
ceeds. It can be quickly improved in the first few training
rounds, but the improvement becomes smaller later. In
order to make the reward unbiased, we use an exponential
function here. The second part evaluates the completion
time of each training round in the negative form, to encour-
age fast training. In practice, the completion time of a client
is affected by many factors, i.e., computational hardware or
network latency. We alleviate the impact of these factors by
adding a constant £ in (9), so that we can better evaluate the
influence of different sampling policies. In our experiments,
we control the time penalty, i.e., «(8[t] — B), close to 1, as
referred to [24], which can be easily achieved by profiling.
Learning Policy and Objective. We define the DRL learning
policy in our problem as 7y : S — A, which is parameterized
by 6. More precisely, given a state s[t], the algorithm outputs a
deterministic action a;. The objective of our DRL-based sam-
pling algorithm is to maximize the expected cumulative dis-
counted reward from the starting state, which is defined as

J(60) = E[R[t]|S[t] = s[t]],

where R[t] = >"7° ¥"r[t + k] is the cumulative discounted
reward function.

The action-value function ¢,(s[t],a[t]) is defined to
describe the expected cumulative discounted reward after
executing action alt] in state s[t] based on policy 7, ie.,
ar(slt]. alf]) = E[RIH)St] = slt], Alt] = mo(slt]].  Typically,
we use neural networks to approximate the policy function
7y and action-value function ¢.

4.2 Sampling Based on DDPG

The DDPG-based sampling algorithm design is illustrated
in Fig. 5. We design an actor network p(s|0,) to predict
deterministic actions, and a critic network ¢(s, a|6,) to esti-
mate the action-value function g¢,(s,a). Meanwhile, we
maintain copies of the actor network and critic network,
denoted by /i(s]6,) and §(s,al,), which are also referred to
as target networks. They can be used to update the original
actor and critic networks.

Similar to Deep Q-Networks, we maintain a replay buffer
of finite size to store historical transitions defined as
(s[t], alt], r[t], s[t + 1]). We update the actor and critic net-
works by sampling a mini-batch of transitions from the
reply buffer. When the buffer is full, the oldest samples are
discarded. We then formally introduce the DRL-based
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Fig. 5. lllustration of DDPG-based sampling.
sampling algorithm, i.e., implementation details of function

GenSampling(), and explain how it learns the optimal sam-
pling scheme.

Algorithm 4. Sampling Algorithm Based on DRL

1: Randomly initialize the actor 1(s|6,) and critic (s, a|6,)
with parameters 6, and 6,;
: Initialize the target networks ji(s|0,) and §(s, a|,) with
parameters 8, < 6, and 6, < 6,;
: Initialize the initial state s[0] = {W[0], W1 [0], ..., W¢y[0]};
: Reduce the dimension of initial state: s'[0] = PCA(s[0]);
: Initialize the exploration noise A and replay buffer;
Generate sampling policies represented by
al0] = u(s'[0]|6,) + Ay and send them to clients;
: forepisode=1,2,...,Z do
fort=1,2,...,7 do
Observer the state s[t] and reward r[t — 1];
s'[t] = PCA(s[t]);
Store the transition (s [t — 1], a[t — 1], [t — 1], s [t]) into
the replay buffer;
12:  Randomly select a mini-batch of K transitions from the
replay buffer;
13: Update the critic and actor networks by (11) and (12);
14:  Update the target networks by soft update method:

N

o U W

[
=20 2N

é;t = ¢9;4 + (1 - ¢)é/u (13)

éq = 90, + (1- ¢)éq§ (14)

15:  Generate sampling policies a[t] = (s [t]|6,) + As;
16: end for
17: end for

The pseudo codes of the DDPG-based algorithm are
shown in Algorithm 4. We initialize four networks as well as
the system state in lines 1-5. At the beginning of training
round ¢, the server observes the current state information s|t]
in the form of feature weights of all clients, and the reward
r[t — 1] defined in (9), as shown in line 9. Then, we reduce the
dimension of s[t] to get s'[t] using the PCA method [30], and
then store the transition (s'[t — 1], a[t — 1], [t — 1], s'[t]) into
the replay buffer. After that, we randomly select a mini-batch
of K transitions to update the critic network by minimizing
the loss function

1 &
£ =23 (" = (s [t — Vs alt — 1]/6,))°, (10)
k=1

1781
TABLE 1
Graph Data Statistics

Dataset Nodes Edges Features Classes
Cora 2,708 10,556 1,433 7
Citeseer 3,327 9,228 3,703 6
PubMed 19,717 88,651 500 3
Reddit 232,965 114,848,857 602 41

where ¢ = r[ty, — 1] + yq(s'[ti], it(s'[t1]|6,.)|0,) is the tar-
get action value. The parameters of the critic network are
updated by

0,[t] = 6,[t —1] —n,VL, (11)
where 7, is the learning rate. Then we update the actor net-
work as follows:

eu[t] = 0u[t - 1}_

. ‘ _ (12)
N { o 2 Vaa(s[il, @), (5[] aciogp |

where 7, is the learning rate of the actor network. The
parameters of two target networks are updated in line 14,
where ¢ < 1. Finally, we obtain the action a[t] representing
sampling policies based on updated networks.

5 PERFORMANCE EVALUATION

5.1 Experimental Settings

We implement FedGraph using PyTorch and Deep Graph
Library (DGL) [31], a Python package dedicated to deep
learning on graphs. We deploy FedGraph on 20 computing
clients with Intel i7-10700 CPU, 32 GB memory, and Geforce
RTX 2080 GPU. We consider 4 popular graph datasets: Cora,
Citeseer, PubMed, and Reddit, which have been widely used
for GCN studies [12], [19], [20], [21], [25], [26]. Some statistic
information of these datasets is summarized in Table 1. Since
some graphs, e.g., Cora and Citeseer, are with limited sizes,
we synthesize large graphs based on these datasets using the
following method. Given a dataset in Table 1, each client ¢
randomly selects a proportion & of nodes as its local graph
data, and {&1,&,. .., } belongs to a normal distribution
with a mean of 0.8. It is possible that generated local graphs
overlap on some nodes, especially for small graph datasets,
like Cora and Citeseer. For large graphs, we carefully control
the local graph generation to avoid overlapping. Even some
nodes overlap in the synthesized datasets, we treat them as
different nodes and there is no influence to training perfor-
mance. A similar graph synthesis method has been adopted
by [32]. For the local dataset, we randomly choose a set of
nodes to generate a training set, a validation set, and a test
set. The edge connections across clients are maintained
according to the original graph. For local graph learning,
each client constructs a 3-layer GCN, including an input
layer and two convolutional layers. We set 16 hidden units,
50% dropout rate, 0.01 learning rate for Cora, Citeseer, and
PubMed. For Reddit, there are 128 hidden units, the dropout
rate is 20%, and the learning rate is 0.0001. We set the batch
size as 256 for Cora, Citeseer, and Reddit, 1,024 for PubMed
[20]. We use ADAM optimizer for local GCN training. For
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Fig. 6. Cumulative discounted returns of FedGraph.

the reward function (9), we set the base of exponential func-
tion, i.e., (), as 128 in our experiments. Since FedGraph relies
on the exponential property of reward function, the base has
little influence on FedGraph. Moreover, the difference of
training accuracy A[t] and target accuracy A affects the reward
in each round ¢. For each dataset, we choose the best accuracy
reported by existing work. Even we have no knowledge of the
best accuracy, we can make an estimation according to experi-
ences. Since FedGraph only relies on the exponential property
of reward function, such estimation has little influence to Fed-
Graph. Both constants « and g aim to balance accuracy
improvement and time cost. In our experiments, we control
the time penalty «(8[t] — ) close to 1, similar to the settings in
[24]. For comparison, we extend the following three graph
sampling schemes for federated graph learning.

1) Full-batch: We do not conduct graph sampling and
use the original graph to construct GCN.

2)  GraphSAGE: A typical node-wise neighbor-sampling
method that iteratively samples a fixed number of
neighbors. The neighbor-sampling sizes of two con-
volutional layers are set as 25 and 10, respectively,
which are the same with the settings in [12], [20], [26].

3) FastGCN: A typical layer-wise importance-sampling
method that independently samples a fixed number
of nodes, which is also called layer size, for each
layer. The layer size of Cora and Citeseer is set to
256, and that of Reddit and PubMed is 8,192, which
are the settings advocated by [21].

In the DRL-based sampling algorithm of FedGraph, both
actor-networks and critic-networks have 2 hidden layers of
512 and 256 units. We compress feature weights into 20
dimensions by using the tool sklearn.decomposition.
PCA [33].

5.2 Experimental Results

Convergence of DRL-Based Sampling. We let FedGraph train
300 episodes and show cumulative returns under four data-
sets in Fig. 6. We set the target accuracy as 90.16% for Cora,
78.7% for PubMed, 87.9% for Citeseer, and 96.27% for
Reddit. We observe that cumulative discounted returns of
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Fig. 7. Accuracy convergence of different sampling schemes with 20 cli-
ents. Note that, FastGCN completes the training with less time as it sam-
ples fewer nodes for training. However, it has poor performances in all
datasets.

four datasets can converge to stable values in less than
100 episodes, Especially, the biggest dataset, Reddit, almost
converges after 50 episodes, as shown in Fig. 6d. These facts
demonstrate good convergence of our proposed DRL-based
sampling scheme.

Results of Training Accuracy. The accuracy convergence of
different sampling schemes is shown in Fig. 7, where we can
see that FedGraph can converge at a faster speed and achieve
higher accuracy. For a fair comparison, we use physical time,
instead of the number of training rounds, as the metric to
evaluate training speeds of different schemes. That is
because clients have graphs of different sizes, and they con-
sume different time costs in each training round. Specifically,
FedGraph achieves 75% accuracy at about 5 seconds on Cora,
but the other three algorithms take more than 10 seconds to
achieve similar accuracy. In PubMed, FedGraph takes about
15 seconds to achieve 73% accuracy, but GraphSAGE and
full-batch scheme need more than 2 times as long to con-
verge. In the largest datasets Reddit, FedGraph’s advantages
are more obvious, as shown in Fig. 7d. We summarize the
reasons as follows. GraphSAGE has a serious problem of
computation redundancy, which consumes more time for
training. FastGCN can not get sufficient embedding informa-
tion from other clients because some sampled nodes have no
edge connections. Full-batch scheme needs to calculate the
embeddings of all nodes, which incurs high computational
cost especially on larger graphs PubMed and Reddit. Fed-
Graph has well addressed the weaknesses of the above meth-
ods and thus achieves higher performance. Note that the
total number of training rounds is fixed to 300 and FastGCN
completes training earlier because it samples fewer nodes for
training. Moreover, to evaluate the scalability of FedGraph,
we enlarge the experimental scale to 50 clients and show cor-
responding results in Fig. 8. We can find that FedGraph still
outperforms other sampling schemes.

Influence of Graph Heterogeneity. We study the influence of
graph heterogeneity by changing the variance of . We
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Fig. 8. Accuracy convergence of different sampling schemes with 50
clients.

consider three heterogeneity levels, and the corresponding
variances are 0.1 (low), 0.5 (middle) and 1 (high), respec-
tively. For a better understanding, we calculate the ratio
between the smallest graph size and the largest size, and
the results are about 0.2, 0.4 and 0.6, respectively. We mea-
sure the training time to converge to a target accuracy that
can be achieved by most of sampling schemes. In PubMed,
we set target accuracy to 72%, but FastGCN can converge to
68.6% only. As shown in Fig. 9, the training time of all sam-
pling schemes increases as graphs become more heteroge-
neous under all datasets. However, FedGraph has better
control on the time growth because its DRL-based sampling
jointly considers the training speed and accuracy.

Effect of Cross-Client Embedding Sharing. FedGraph uses the
cross-client graph convolution operation to enable embed-
ding sharing between clients while hiding local features dur-
ing local GCN training. For comparison, we consider two
alternative methods, one (referred to as FedGraph_allShare )

—+—FedGraph --»--FastGCN GraphSAGE - e -Full-batch
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Fig. 9. The convergence time under different levels of graph heterogeneity.

Fig. 10. Convergence of FedGraph and FedGraph_nonShare. Fed-
Graph_nonShare completes the training with less time as it ignores lots
of connections in the local training. However, it has a poor convergence.

is to share embeddings from the first layer to maximize
the information sharing, and the other (referred to as Fed-
Graph_nonShare) is to discard cross-client sharing to sim-
plify the design. We show the accuracy convergence of
these three designs in Fig. 10. The total number of training
rounds is set to 300. We can find that the curve of Fed-
Graph is close to that of FedGraph_allShare, which dem-
onstrates that FedGraph has little information loss even
though it eliminates the embedding sharing in the first
layer. It is because that the high-layer embedding contains
information about the original features. Hence, FedGraph
can efficiently learn from cross-clients embedding sharing
without the original feature exchanging. Simultaneously,
FedGraph significantly outperforms FedGraph_nonShare
under all datasets. In Cora and Citeseer, cross-client con-
volution operations can increase training accuracy by
about 10%. In PubMed, two designs have similar final
accuracy, but FedGraph enables quick convergence. Red-
dit is more sensitive to cross-client embedding sharing
than other datasets, and FedGraph_nonShare converges to
an accuracy of about 70%, while FedGraph can converge
to about 90%. That is because Reddit has rich edge connec-
tions as shown in Table 1, and ignoring cross-client edges
would seriously break the whole graph structure. Note
that FedGraph_nonShare completes 300-round training
earlier because it eliminates embedding sharing.

The Impact of GCN Depth. We study the impact of GCN
depth by changing the number of graph convolutional
layers. The results are shown in Fig. 11. We can see that for
all datasets, there is obvious growth of time complexity as
we increase the number of layers from 2 to 4. Meanwhile,
the accuracy has little changes. In particular, the accuracy of
Citeseer decreases as the growth of GCN layers because of
the over-smoothing issue [6], [34], [35].

The Impact of Non-1ID Data. The effectiveness of FedGraph
on handling non-IID data is demonstrated in Fig. 12. We gen-
erate the non-iid data distribution by selecting a subset of
node types for each local graph. The experimental results
show that FedGraph still outperforms other schemes.
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6 RELATED WORK

6.1 Federated Learning

Federated learning has attracted great research attention
due to its great promise in enabling privacy-preserving dis-
tributed machine learning [3], [22]. Zhao et al. [2] have dem-
onstrated the impact of non-IID data in federated learning
with mathematical and proposed an approach that sends a
set of uniform distribution data to each client to reduce the
effect of non-IID data.

Recently, several works study GNNs under different fed-
erated settings from the one in this paper. Suzumura et al.,
[36] develop a federated learning platform to detect finan-
cial crime activities across multiple financial institutions.
They extract global graph information to euclidean data by
graph analytic methods instead of graph neural networks.
Besides, they assume the global graph belongs to all clients.
In contrast, we study GCNs on non-euclidean data, and
each client owns a local graph.

Jiang et al., [37] propose a novel distributed surveillance
system based on GNN and federated learning. There are
two critical differences between this work and our paper.
First, they consider a cross-device federated setting, involv-
ing a large number of cameras with limited computation
and communication capability. In contrast, we study a
cross-silo federated setting, which typically involves a small
number of clients. Second, they aim to protect the trained
model. However, we explore inter-client connections and
protect node features.

Mei et al., [8] study federated privacy-preserving graph
neural networks with a vertical federated setting, i.e., assume
that graph structural, features, and labels belong to different
sources. However, we consider a horizontal federated set-
ting, i.e., each local client maintains a complete graph dataset
with its own graph structure, node features, and labels.

6.2 Graph Convolutional Networks

Due to its excellent performance, GCN has been widely
used in many graph learning applications, like node classifi-
cation [6], [38], link prediction [39], and recommendation
systems [40]. Recently, several studies have applied GCN in
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natural language processing tasks, like machine translation
[41] and relation classification [42]. In order to accelerate
GCN training, NeuGraph [43] has been proposed as a new
framework that supports efficient and scalable parallel neu-
ral network computation on graphs. NeuGraph can support
not only single GPU training, but also parallel processing on
multiple GPUs. Scardapane et al. [13] have proposed distrib-
uted GCN training based on message passing exchanges.
However, this work ignores privacy protection, which is nec-
essary for federated learning scenarios.

Graph sampling can effectively reduce GCN training
overhead. Hamilton et al. [12] have proposed GraphSAGE
that constructs a simplified GCN by sampling a subset of
neighboring nodes. However, GraphSAGE incurs redundant
computation at some nodes as common neighbors [25].
Although several works has been proposed to alleviate the
redundant computation by reducing the size of sampled
nodes, like VR-GCN [19] and Cluster-GCN [26], they still can
not well address this problem when training a very large and
deep GCN. To deal with this problem, layer-wise sampling
methods, like FastGCN [20] and LADIES [21], have been pro-
posed to sample the nodes for each layer independently,
instead of sampling neighbors for each node. This kind of
sampling method can efficiently reduce the computation
cost, but some sampled nodes may have no connection due
to independent sampling, which would degrade training
accuracy. In addition, all above sampling methods depend
on hand-crafted parameters that need manual tuning. The
weaknesses of existing work motivate the FedGraph design
with intelligent sampling in this paper.

7 CONCLUSION

In this paper, we propose FedGraph as a novel federated
graph system to enable privacy-preserving distributed
GCN learning. Different from traditional federated learning,
FedGraph is more challenging because GCN training pro-
cess involves embedding sharing among clients. To address
this challenge, FedGraph uses a novel cross-client graph
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convolution operation to compress the embeddings before
sharing, so that private information can be well hidden. In
addition, to reduce GCN training overhead, FedGraph
adopts a DRL-based sampling scheme that can well balance
the training speed and accuracy. Experimental results on a
20-client testbed show that FedGraph significantly outper-
forms existing schemes.
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